


DEFINITIONS

ApxumeKkmypa rnpurioxeHus — 3TO NiorMyeckas CTPYKTypa,
onucblBaroLLaa oTAENMbHbIE KOMMOHEHTbI, X CBOUCTBA U CBA3U B
BMnae eanHON CUCTEMBbI.

»K13Hb NporpaMmmumucTa Mo3xe...

Al Begb caenan Bce
npaBubHO?..

Bce c uncroro nucra.
Bce 3aHOBO. B 310T pa3 A caenato
BCEe KaK NONIOXKEHO

-




DEFINITIONS

* [lammepHbI — 3TO ONMNCAHUA CXEM
aetanusaunm OTAENbHbIX
nogcuctem NPUNOXEHUS 7
B3aMMOCBA3EN Mexay HUMM.

* MVC — nporpamMmHas napagurma
apxXumeKkmypHbIX  ammepHOs:

Modenb — npeAcTaBneHne —
KOHTpOMnep.




BENEFITS THAT PATTERNS GIVE US

[1laTTepHbI CYMMUPYIOT OnbIT

MHOXeCTBa pa3paboTynKkoB "
9KCNepToB, Adenas €ero [OOCTYMHbIM
PAOOBbLIM pa3paboTymkam.

VIMeHOBaHMe naTTEPHOB MO3BOMNAKT
co3gaTb CBOEro poga crnoBapb, C
MOMOLLbIO  KOTOPOro pa3padboTymKu
MOIyT NOHATH APYyr Apyra HaMHOIO
nyJtue.

Ecnn B OOKyMeHTauum K cucteme
yKka3aHO, Ha OCHOBE KaKuxX naTTepHOB
OHa MNOCTpPOEHa, 93TO Nno3BoOnsdeT
ObICTpee NOHATbL CTPYKTYPY CUCTEMBI.

John Vlissides




PATTERNS CLASSIFICATION

CLASSIFICATION BY SCALE

ARCHITECTURAL PATTERNS

DESIGN PATTERNS

IDIOMS

CLASSIFICATION BY STYLE

CREATIONAL PATTERNS

DESIGN PATTERNS

BEHAVIORAL PATTERNS

CLASSIFICATION BY APPLICATION

Testing Patterns

Documentation Patterns

Patterns of organization of production
processes

Patterns of Organization of workplaces




CLASSIFICATION BY SCALE

*ApxumeKkmypHbie rnammepHabl —
HaUBbICLLNW CIiou aetannsauuu,
MCMONb3YIOTCA AONA ONMUCaHUA CTPYKTYpPbI
nporpamMmebl B LEENOM.

[lammepHbl npoekmupoeaHud — cpegHuin
Crou getann3auumn, onncbiBatOT KOMMNOHEHTbI
OTAENbHbIX AaPXUTEKTYPHbLIX MaTTEPHOB WU
peanusauunio nx B3anMoaencTBus.

‘IOUOMbI — HU3WWN Crnon Aaetanusauuu,
OMnucbIBaKoT peanusauuio OTOENbHbIX
peweHnn npobrnem NPUMEHUTENBHO K
KOHKPETHOMY A3bIKY NporpamMMmupoBaHunS.

CLASSIFICATION BY SCALE

ARCHITECTURAL PATTERNS

DESIGN PATTERNS |

IDIOMS




CLASSIFICATION BY STYLE

[lopoxxOarouwjue nammepHal —
npeaHasHadYeHbl On8 peleHns npobnem
CO3daHUsI HOBbIX OOBbEKTOB U CBSA3EMN.

*CmpyKmypHble nammepHel —
npeaHa3Ha4vyeHbl 119 KOMNOHOBKU CUCTEMBbI,
npyM 9TOM MOTYT WUCMOSb30BaTb Pa3sfnNyHble
MEXaHU3Mbl, Takue KakK HacrsieoosaHue,
rnosiuMopgbu3m, KOMo3uyus.

CLASSIFICATION BY STYLE

*[losedeHyeckue nammepHbl—

CREATIONAL PATTERNS _

DESIGN PATTERNS |

BEHAVIORAL PATTERNS |

npeaHa3HavYeHbl Ang peweHnss 3agady CcBA3u
OOBLEKTOB W pacnpedeneHnss 3agad mexay
HUMMW.




CLASSIFICATION BY APPLICATION

CTankmBaTbCHA C AAHHLIM KNaccoM NaTTEPHOB,
HO BCE XX& CTOUT O HEM YMNOMSHYTb, YTOOBbI
NUMETb XOTS Bbl obLlee npegcraBneHne. 31O

CaMbl BbICOKOYPOBHEBbLIW Knacc NaTTepHOB.
Hanpumep:
OHammepr[ mecmupoeaHUﬂ Patterns of organization of production
processes
[lammepHbI OOKyMeHMuUpoeaHUusi

rpPouU3800CMBEHHbIX MPOUECccos8 f
[lammepHbI op2aHu3ayuu paboyux mecm
1 wHozue dpyeue G




ARCHITECTURAL PATTERNS

APXUMEKMYpHbIe  nammepHsl,  SBNSACH

Hanbonee BbICOKOYPOBHEBLIMU MaTTEPHaMMU,
ONUCbIBAIOT CTPYKTYPHYHO cxemy ARCHITECTURAL PATTERNS
NPOrpamMmMHON CUCTEMbI B LIENOM. |

DESIGN PATTERNS |

IDIOMS




PATTERNS OF ENTERPRISE APPLICATION ARCHITECTURE

PATTERNS OF
ENTERPRISE
APPLICATION
ARCHITECTURE

Martin Fowler



BASE PATTERNS

GATEWAY

MAPPER

LAYER SUPERTYPE

SEPARATED INTERFACE

REGISTRY

VALUE OBJECT

MONEY

SPECIAL CASE

PLUGIN

SERVICE STUB

RECORD SET

SESSION STATE PATTERNS

CLIENT SESSION STATE

SERVER SESSION STATE

DATABASE SESSION STATE

WEB PRESENTATION PATTERNS

MODEL VIEW CONTROLLER

PAGE CONTROLLER

FRONT CONTROLLER

TEMPLATE VIEW

TRANSFORM VIEW

TWO STEP VIEW

APPLICATION CONTROLLER

OBIJECT-RELATIONAL METADATA
MAPPING PATTERNS

METADATA MAPPING

QUERY OBIECT

REPOSITORY

DISTRIBUTION PATTERNS

REMOTE FACADE

DATA TRANSFER OBJECT

OBJECT-RELATIONAL STRUCTURAL
PATTERNS

IDENTITY FIELD

FOREIGN KEY MAPPING

ASSOCIATION TABLE MAPPING

DEPENDENT MAPPING

EMBEDDED VALUE

SERIALIZED LOB

SINGLE TABLE INHERITANCE

CLASS TABLE INHERITANCE

CONCRETE TABLE INHERITANCE

INHERITANCE MAPPERS

OBJECT-RELATIONAL BEHAVIORAL
PATTERNS

UNIT OF WORK

IDENTITY MAP

LAZY LOAD

DATA SOURCE ARCHITECTURAL
PATTERNS

TABLE DATA GATEWAY

ROW DATA GATEWAY

ACTIVE RECORD

DATA MAPPER

DOMAIN LOGIC PATTERNS

TRANSACTION SCRIPT

DOMAIN MODEL

TABLE MODULE

SERVICE LAYER

OFFICE CONCURRENCY PATTERNS

OPTIMISTIC OFFLINE LOCK

PESSIMISTIC OFFLINE LOCK

COARSE-GRAINED LOCK

IMPLICIT LOCK




 Modernb (Model) npepacTtaBngaer
cobon [OdaHHble, C KOTOPbIMU

MODEL VIEW CONTROLLER (MVC)
ONEepPUPYET MPUITOXKEHKE.

“ -
Buod (View) npenctaBnaetr cobown

KOMIMOHEHT CUCTEMDI aJ1A : :
OoTODpaXeHusa cocTossHma mogerime -~~~
NOHATHOM 4yernoBeKY
npencTaBreHun.

 KoHmpornnep (Controller) aBnaetca

CpeacTBOM, MPU MOMOLLM KOTOPOro
nonb3oBartenn B3anMoOOeUCTBYIOT C
CUCTEMOMN.




Layered architecture

Presentation layer

Business layer

Persistence layer

Database layer



Layered architecture

* Layers communicate from top to down only
* To get layer below, you have to go through all in the middle

e Presentation layer

e Business layer

e Persistence layer

e Database layer




What if we have some kind of shared
services?

Do we still need pass all request throw this layer?

e Presentation layer

| e Business layer

e Services layer

. e Persistence layer

e Database layer




Open layered architecture

Some layers might be open.

4 e Presentation layer

&;ﬁ, e Business layer

M' Services layer

(| e Persistence layer

% e Database layer



Layered architecture

 Good general purpose architecture
* Easy to implement, test, and govern
* Good starting point for most systems

* Not always optimized for specific business
drivers

| * Presentation layer (| * Presentation layer
| * Business layer | ,*, Business layer
| * Services layer w Services layer
e Persistence layer * Persistence layer
| * Database layer < e Database layer

N N | Nt Sl el




Event-driven architecture

* Event processor topology
* Broker topology
* Broker-less topology



Event processor topology
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Broker topology " medation
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Broker-less topology

( Event
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Event




Event-driven architecture

* Highly decoupled and distributed
* Highly scalable

* High degree of complexity

e Good for event-based business models and
business processes

* Not good for processes which require a high
degree of data sharing, orchestration, and
reuse



Service-oriented architecture

Business services

' Message bus

Process choreographer

Service orchestrator

Enterprise services

Application services AS - Infrastructure services 1S




Business services

Abstract service used to represent a business
process or function independent of the
underlying technology or pattern

 Can be derived from use cases, user
stories, user scenarios

* Contains a service name, input
specification, and output specification |

* Course-grained p 1 /

* Shared across the enterprise () |‘L| r*‘?[_i; =




Enterprise services

Concrete services that implement Business
Services

* The relationship between an Enterprise l—f_‘ TBs [ﬂ_}&

Service and a Business Service is either
a one-to-one or many-to-one l K
relationship

* Course-grained

* Represent actions against major data
entities

e Usually require some sort of service
orchestration

e Shared across the enterprise




Application services

Implementation of application-specific functions,
such as database querying, validation, etc.

Defined by application developers
Fine-grained

Tightly bound to a specific application
context

* Generally not shared across the
enterprise

Concrete definition ( |T| =] L_i_lj_i
i R

[ )
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Infrastructure services

Implementation of the non-business related functions,
like logging, error handling, single sign on, etc.

* Concrete definition ( | | (=) | )
* Defined by application or system IT| ™
developers ( & ]
* Fine-grained
* Supports the system or enterprise : 4 Y,
infrastructure
( o | s e e}

* Shared across the enterprise




Message Bus

Coordinates services and processes, it’s a glue
for SOA components

* Process choreography
* Service orchestration [ lT’ — Li_ljr""}
* Service registry ! . H »
* Protocol transformation
* Message enhancement and

transformation | =)




Service-oriented architecture

* Good pattern for understanding and
implementing business processes and services

* Very high level of complexity

e Difficult to implement due to complex tools,
hype, misconceptions, and heavy business user
involvement

* Good pattern for large, complex, heterogeneous
businesses that have a large number of common
services



Pipeline architecture

Transformer Transformer




Pipes and filters

pipe * Uni-directional only

L 4

e Usually point-to-point for high
performance, but could be message-based
for scalability

* Payload can be any type

filters

e Usually designed to perform a single
specific task

[ . } * Self-contained and independent from other
ilter




Filter types

pipe

> Starting point, outbound only

Input, processing, output

pipe pipe :
— pe==> Input, discard or pass-thru

pipe

Endpoint, inbound only



Pipeline architecture

e Useful for smaller deterministic systems with
a distinct processing flow

* Filters can easily be added and removed

* Provides for a high level of decoupling

e Supports evolutionary design

* Able to easily adapt to changing requirements

e Can be easily incorporated into another
patte rn _ﬂs-'&e,,__,.}f . p“igs”_ﬂa?{" .

' Lﬁ . _pire



Microkernel architecture

Plug-in Plug-in
module module

Core

\ y
Plug-in Plug-in
module module




Microkernel architecture

* Minimal functionality to run system
* General business rules and logic

* Doesn’t contain custom processing

Bl * Standalone independent module

module

» Specific additional rules or logic




Microkernel architecture

Useful for systems that have custom processing
or processing is susceptible to change

Plug-in modules can be easily added and
removed

Supports evolutionary design
Able to easily adapt to changing requirements

Can easily be incorporated into another pattern

Plug-in

module
Plug-in Plug-in
le j ) e




Space-based architecture

Processing unit Processing unit Processing unit

Virtualized middleware

Deployment

Messaging grid Data grid Processing grid manager




Processing unit

In fact it is standalone version of yours application

Module

In-memory data

Data replication engine




Virtualized middleware

Messaging Manages input request and
grid session

Manages data replication

Data grid ) _
between processing units

Processing Manages parallel request
grid processing

Deployment Manages dynamic processing
Laauecy unit deployment



Space-based architecture

* Good for applications that have variable load
or inconsistent peak times

* Not good fit for traditional large-scale
relational database systems

* Relatively complex and expensive pattern to
implement
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