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Karnaugh maps

We will describe a procedure simplifying 
sum-of-products expansions.
The goal of this procedure is to produce Boolean sums 
of Boolean products that represent a Boolean function 
with the fewest products of literals such that these 
products contain the fewest literals possible among all 
sums of products that represent a Boolean function. 
Finding such a sum of products is called minimization 
of the Boolean function.  



Karnaugh maps

The procedure we will introduce, known as Karnaugh 
maps (or K-maps), was designed in the 1950s.



Karnaugh maps

To reduce the number of terms in a Boolean expression 
it is necessary to find terms to combine. 
There is a graphical method, called a Karnaugh map or 
K-map, for finding terms to combine for Boolean 
functions involving a relatively small number of 
variables. 
The method we will describe was introduced by 
Maurice Karnaugh in 1953. 
His method is based on earlier work by E. W. Veitch. 
(This method is usually applied only when the function 
involves six or fewer variables.)
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MAURICE KARNAUGH 
(BORN 1924) 

Maurice Karnaugh, born in 
New York City, received his 
B.S. from the City College 
of New York and his M.S. 
and Ph.D. from Yale 
University. 
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He was a member of the 
technical staff at Bell 
Laboratories from 1952 
until 1966 and Manager of 
Research and 
Development at the 
Federal Systems Division 
of AT&T from 1966 to 
1970. 
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In 1970 he joined IBM as a 
member of the research 
staff.
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Karnaugh has made 
fundamental 
contributions to the 
application of digital 
techniques in both 
computing and 
telecommunications. 
His current interests 
include knowledge-based 
systems in computers and 
heuristic search methods.



Karnaugh maps

K-maps give us a visual method for simplifying 
sum-of-products expansions; they are not suited for  
mechanizing this process. 

We will first illustrate how K-maps are used to simplify 
expansions of Boolean functions in two variables.

We will continue by showing how K-maps can be used 
to minimize Boolean functions in three variables and 
then in four variables. 
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Karnaugh maps in two variables

The four cells and the terms that they represent are 
shown in the figure.
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Karnaugh maps in three variables

A K-map in three variables is a rectangle divided into 
eight cells. 



Karnaugh maps in three variables

Cells are said to be adjacent if the minterms that they 
represent differ in exactly one literal.

The eight cells and the terms that they represent are 
shown in the figure. 
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Karnaugh maps in three variables

This K-map can be thought 
of as lying on a cylinder, as 
shown in the figure. 

On the cylinder, two cells 
have a common border if 
and only if they are 
adjacent.
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Karnaugh maps in four variables

The sixteen cells 
and the terms that 
they represent are 
shown in the 
figure. 



Karnaugh maps in four variables

Cells are said to be 
adjacent if the 
minterms that 
they represent 
differ in exactly 
one literal.
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Karnaugh maps in four variables

The K-map of a sum-of-products expansion in four 
variables can be thought of as lying on a torus, so that 
adjacent cells have a common boundary.
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Circuits

The basic elements of circuits are called gates. 
Each type of gate implements a Boolean operation. 
We define several types of gates. Using these gates, we 
will apply the rules of Boolean algebra to design circuits 
that perform a variety of tasks. 
The circuits that we will study give output that depends 
only on the input, and not on the current state of the 
circuit. In other words, these circuits have no memory 
capabilities. 
Such circuits are called combinational circuits or gating 
networks.



Logic gates

We will construct combinational circuits using three 
types of elements. 

The first is an inverter, which accepts the value of one 
Boolean variable as input and produces the 
complement of this value as its output. 

The symbol used for an inverter is shown in the figure.
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Circuits

The efficiency of a combinational circuit depends on 
the number and arrangement of its gates.

The process of designing a combinational circuit begins 
with the table specifying the output for each 
combination of input values. 

We can always use the sum-of-products expansion of a 
circuit to find a set of logic gates that will implement 
this circuit. 
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Use K-maps to find simpler circuits with the same 
output as the circuit shown.
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